R Looping

Loops are used to repeat the process until the expression (condition) is TRUE. R uses three keywords **for, while and repeat** for looping purpose. **Next and break**, provide additional control over the loop.

The break statement exits the control from the innermost loop. The next statement immediately transfers control to return to the start of the loop and statement after next is skipped.

The value returned by a loop statement is always NULL and is returned invisibly.

R repeat

The repeat statement executes the body of the loop until a break occurs. Be careful while using it because of the infinite nature of the loop. We must use the break statement to terminate the loop. The syntax of the repeat loop is :, and JVM

Syntax

The basic syntax for creating a repeat loop in R:

repeat {

   commands

**if**(condition) {

**break**

   }

}

R While

While is another way to create a loop in R. It is very similar to the repeat loop. The syntax of the while loop is:

Syntax

The basic syntax for creating a while loop in R:

**while** (expression) {

   statement

}

In while loop, first, the expression is evaluated, and if it is TRUE, a block of statements execute. This process continues until the expression evaluated to FALSE.

R For loop

In R, for loop is a loop which is used to iterate the collection from the data structure like a vector. It uses **in** keyword to get individual elements from the vector. The syntax of the loop is:

Syntax

**for** ( data in data\_collection )

   statement1

This loop looks for each element in the data\_collection and store keep into a variable data. So, we can use that variable to get the stored value.

R repeat loop

A repeat loop is used to iterate a block of code. It is a special type of loop in which there is no condition to exit from the loop. For exiting, we include a break statement with a user-defined condition. This property of the loop makes it different from the other loops.

A repeat loop constructs with the help of the repeat keyword in R. It is very easy to construct an infinite loop in R.

The basic syntax of the repeat loop is as follows:

repeat {

   commands

   if(condition) {

      break

   }

}
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1. First, we have to initialize our variables than it will enter into the Repeat loop.
2. This loop will execute the group of statements inside the loop.
3. After that, we have to use any expression inside the loop to exit.
4. It will check for the condition. It will execute a break statement to exit from the loop
5. If the condition is true.
6. The statements inside the repeat loop will be executed again if the condition is false.

**Example 1:**

v **<-** c("Hello","repeat","loop")

cnt **<-** 2

repeat {

   print(v)

    cnt **<-** cnt+1

   if(cnt **>** 5) {

      break

   }

}

**Output**
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R while loop

A while loop is a type of control flow statements which is used to iterate a block of code several numbers of times. The while loop terminates when the value of the Boolean expression will be false.

In while loop, firstly the condition will be checked and then after the body of the statement will execute. In this statement, the condition will be checked n+1 time, rather than n times.

The basic syntax of while loop is as follows:

1. while (test\_expression) {
2. statement
3. }

**Flowchart**
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**Example 1:**

v **<-** c("Hello","while loop","example")

cnt **<-** 2

while (cnt **<** **7**) {

   print(v)

   cnt= cnt + 1

}}

**Output**

![R While Loop](data:image/png;base64,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)

R For Loop

A for loop is the most popular control flow statement. A for loop is used to iterate a vector. It is similar to the while loop. There is only one difference between for and while, i.e., in while loop, the condition is checked before the execution of the body, but in for loop condition is checked after the execution of the body.

There is the following syntax of For loop in C/C++:

**for** (initialization\_Statement; test\_Expression; update\_Statement)

{

    // statements inside the body of the loop

}

How For loop works in C/C++?

The for loop in C and C++ is executed in the following way:

* The initialization statement of for loop is executed only once.
* After the initialization process, the test expression is evaluated. The for loop is terminated when the test expression is evaluated to false.
* The statements inside the body of for loop are executed, and expression is updated if the test expression is evaluated to true.
* The test expression is again evaluated.
* The process continues until the test expression is false. The loop terminates when the test expression is false.

For loop in R Programming

In R, a for loop is a way to repeat a sequence of instructions under certain conditions. It allows us to automate parts of our code which need repetition. In simple words, a for loop is a repetition control structure. It allows us to efficiently write the loop that needs to execute a certain number of time.Java Try Catch

In R, a for loop is defined as :

1. It starts with the keyword for like C or C++.
2. Instead of initializing and declaring a loop counter variable, we declare a variable which is of the same type as the base type of the vector, matrix, etc., followed by a colon, which is then followed by the array or matrix name.
3. In the loop body, use the loop variable rather than using the indexed array element.
4. There is a following syntax of for loop in R:

**for** (value in vector) {

   statements

}

**Flowchart**
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**Example 1:** We iterate all the elements of a vector and print the current value.

# Create fruit vector

fruit <- c('Apple', 'Orange',"Guava", 'Pinapple', 'Banana','Grapes')

# Create the **for** statement

**for** ( i in fruit){

    print(i)

}

**Output**
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**Vectorization Missing Values**

**Missing Values**

No matter how carefully we collect our data, there will always be situations where we don't know the value of a particular variable. For example, we might conduct a survey where we ask people 10 questions, and occasionally we forget to ask one, or people don't know the proper answer. We don't want values like this to enter into calculations, but we can't just eliminate them because then observations that have missing values won't "fit in" with the rest of the data.

In R, missing values are represented by the string *NA*. For example, suppose we have a vector of 10 values, but the fourth one is missing. I can enter a missing value by passing *NA* to the *c* function just as if it was a number (no quotes needed):

x = c(1,4,7,NA,12,19,15,21,20)

R will also recognize the unquoted string *NA* as a missing value when data is read from a file or URL.

Missing values are different from other values in R in two ways:

1. Any computation involving a missing value will return a missing value.
2. Unlike other quantities in R, we can't directly test to see if something is equal to a missing value with the equality operator (*==*). We must use the builtin *is.na* function, which will return *TRUE* if a value is missing and *FALSE* otherwise.

Here are some simple R statements that illustrate these points:

> x = c(1,4,7,NA,12,19,15,21,20)

> mean(x)

[1] NA

> x == NA

[1] NA NA NA NA NA NA NA NA NA

Fortunately, these problems are fairly easy to solve. In the first case, many functions (like *mean*, *min*, *max*, *sd*, *quantile*, etc.) accept an *na.rm=TRUE* argument, that tells the function to remove any missing values before performing the computation:

> mean(x,na.rm=TRUE)

[1] 12.375

In the second case, we just need to remember to always use *is.na* whenever we are testing to see if a value is a missing value.

> is.na(x)

[1] FALSE FALSE FALSE TRUE FALSE FALSE FALSE FALSE FALSE

By combining a call to *is.na* to the logical "not" operator (*!*) we can filter out missing values in cases where no *na.rm=* argument is available:

> x[!is.na(x)]

[1] 1 4 7 12 19 15 21 20

**Missing Values in R**

**Missing Values**

A missing value is one whose value is unknown. Missing values are represented in R by the NA symbol. NA is a special value whose properties are different from other values. NA is one of the very few reserved words in R: you cannot give anything this name. (Because R is case-sensitive, na and Na are okay to use, although I don't recommend them.) Missing values are often legitimate: values really are missing in real life. NAs can arise when you read in a Excel spreadsheet with empty cells, for example. You will also see NA when you try certain operations that are illegal or don't make sense. Here are some examples of operations that produce NA's.

> var (8) # Variance of one number

[1] NA

> as.numeric (c("1", "2", "three", "4")) # Illegal conversion

[1] 1 2 NA 4

Warning message:

NAs introduced by coercion

> c(1, 2, 3)[4] # Vector subscript out of range

[1] NA

> NA - 1 # Most operations on NAs produce NAs

[1] NA

> a <- data.frame (a = 1:3, b = 2:4)

> a[4,] # Data frame row subscript out of range

a b

NA NA NA # The first NA there is the row number

> a[,4] # Specifying a non-existent column just produces an error

Error in `[.data.frame`(a, , 4) : undefined columns selected

#

# Here's one that's particularly irksome

#

> a[1,2] <- NA # Suppose you have an NA in your dataframe...

> a[a$b < 4,] # ...and you try to index on that column

a b

NA NA NA # You get one of these NA rows for each NA in that column.

2 2 3

Note that if you specify a row number out of range for a *data frame*, that's not an error. You just get a row full of NAs. Interestingly, if you specify a row index of a *matrix*that's too big, you get a different respose altogether. That *is* an error. It's also an error to specify too big an index for a column of either a matrix or a data frame.

**Operations on Missing Values**

Almost every operation performed on an NA produces an NA. For example:

> x <- c(1, 2, NA, 4) # Set up a numeric vector

> x # There's an NA in there

[1] 1 2 NA 4

> x + 1 # NA + 1 = NA

[1] 2 3 NA 5

> sum(x) # This produces NA because we can't add NAs

[1] NA

> length(x) # This is okay

[1] 4

By the way, the default mode of NA is logical. That generally won't affect us.

**Detecting NAs**

You can't find missing values by looking at x == NA. Like most other functions, the == operator returns NA when either argument is NA. The is.na() function will find missing values for you: this function returns a logical vector the same length as its argument, with T for missing values and F for non-missings. It's fairly common to want to know the index of the missing values, and the which() function will help do this for you. For example:

> x # Here's my vector

[1] 1 2 NA 4

> is.na(x) # Is it NA?

[1] F F T F # Answer: no, no, yes, no.

> which (is.na(x)) # Which one is NA?

[1] 3 # Answer: the third one

To find all the rows in a data frame with at least one NA, try this:

> unique (unlist (lapply (your.data.frame, function (x) which (is.na (x)))))

lapply() applies the function to each column and returns a list whose i-th element is a vector containing the indices of the elements which have missing values in column i. unlist() turns that list into a vector and unique() gets rid of the duplicates.

**Ways to Exclude Missing Values**

Math functions generally have a way to exclude missing values in their calculations. mean(), median(), colSums(), var(), sd(), min() and max() all take the na.rm argument. When this is TRUE, missing values are omitted. The default is FALSE, meaning that each of these functions returns NA if any input number is NA. Note that cor() and its relatives don't work that way: with those you need to supply the use= argument. This is to permit more complicated handling of missing values than simply omitting them.

R's modeling functions accept an na.action argument that tells the function what to do when it encounters an NA. This causes the modeling function to call one of the *missing value filter* functions. These functions replace the original data set by a new data set in which the NAs have been altered. The default setting is na.omit, which excludes all rows with any missing values. An alternative is na.action=na.fail, which just stops when it encounters any missing values. This is useful if you didn't know you had any. The filter functions are:

* na.fail: Stop if any missing values are encountered
* na.omit: Drop out any rows with missing values anywhere in them and forgets them forever.
* na.exclude: Drop out rows with missing values, but keeps track of where they were (so that when you make predictions, for example, you end up with a vector whose length is that of the original response.)
* na.pass: Take no action.

A couple of other packages supply more alternatives:

* na.tree.replace (library (tree): For discrete variables, adds a new category called "NA" to replace the missing values.
* na.gam.replace (library gam): Operates on discrete variables like na.tree.replace(); for numerics, NAs are replaced by the mean of the non-missing entries.

Here are examples of these functions at work. You can call them directly, as I will do here, but they are also commonly used as values for the na.action= argument to the modeling functions.

#

# Set up a data frame, make a couple of elements NA.

#

> a <- data.frame (c1 = 1:8, c2 = factor (c("a", "b", "a", "c", "b", "c", "a", "b")))

> a[4,1] <- a[6,2] <- NA # This repeated assignment is legal and does what you expect.

> a

c1 c2

1 1 a

2 2 b

3 3 a

4 NA c

5 5 b

6 6 # Note the slightly different display of missings inside factors

7 7 a

8 8 b

> levels(a$c2) # Note the levels of c2 are "a," "b" and "c."

#NA is not a level.

[1] "a" "b" "c"

> na.fail (a) # Fails if NAs are present

Error in na.fail.default(a) : missing values in object

> na.exclude (a) # Omits rows with NAs in them

c1 c2

1 1 a

2 2 b

3 3 a

5 5 b

7 7 a

8 8 b

> na.gam.replace (a)

# Replace missing in c1 with the mean of the non-missings;

c1 c2 # Add a new level to c2

1 1.000000 a

2 2.000000 b

3 3.000000 a

4 4.571429 c

5 5.000000 b

6 6.000000 NA

7 7.000000 a

8 8.000000 b

> levels (na.gam.replace(a)$c2) # There's now a fourth level in that column

[1] "a" "b" "c" "NA"